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Chapter 1

Bridging KAOS and Event B:
existing approaches

This chapter presents three existing methods to derive Event-B model from
a KAOS model. The first one, proposed by Matoussi works on a KAOS
goal diagram, build with "Immediate Achieve" goals, built with milestone-
driven and or-refinement patterns. The second approach, proposed by Aziz
et al. add the notion of trigger conditions for events to derive an Event-B
model from a KAOS model. The last approach, proposed by De Landtsheer
takes linear temporal logic formula expressed exclusively with past operator
on input and produce a event-based security policy expressed in Polpa. A
syntactic change can translate this policy to Event-B.

1.1 Expressing KAOS Goal Models with Event-B:
A. Matoussi

Matoussi describes in [Matoussi, 2009,|Gervais et al., 2009,[Matoussi et al.,
2008| a process to transform a KAOS goal model into an Event-B specifi-
cation. This process takes on input a KAOS goal model that is not opera-
tionalized and produces an Event-B model corresponding to a specification
that satisfies the requirements described in the input model.

/Achieve[so me conditiony

Achieve] AB from A] Achieve[B from AB] Achiwz[condition Achive[condition
A==<=AB AB=> <=>B in one way] in another way]

Figure 1.1: Milestone-driven refinement and Or-refinement
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This process is based on refinement patterns. Each refinement pattern
used in the KAOS model will correspond to a refinement step in the Event-
B model. Actually the process works with functional "Immediate Achieve"
goals which are the most commonly used goal type. Those goals have to be
formally defined with an assertion of the form A = (B, which says that from
a state where A is true, another state where B is true can be reached someday.
The supported patterns are the milestone-driven refinement pattern, used
when a target condition B can be reached from a current condition A with
an intermediate condition AB and the or-refinement pattern, used when a
goal can be satisfied in different ways.

ﬂ Abstract Event-B Model

- l
Step 1
/Sub—goal Gl/ lﬁub'gﬁ' ‘32/ Refinement 1

|

KAOS goal diagram Event-B representation of
the KAQOS goal diagram

S —

Step 2

Abstract Event-B Model

!

Refinement 1

!

Event-B system specification

Figure 1.2: Expressing KAOS Goal Models with Event-B: process overview

The process in figure has two phases: the first one creates an Event-
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B representation of the goal model. The initial Event-B model includes the
definition of a context with all the types used for data and the definition
of an initial machine. This initial machine represents the root goal of the
KAOS model and each refinement in this model has to follow one of the two
patterns described here above. Each refinement step in the goal model will
correspond to a refinement step of the Event-B machine, so we have a chain
of refined machines where each machine will correspond to a "stage" in the
goal model.

The second phase formally derives an Event-B specification that satisfies
the requirements expressed in the goal model. To do this, it takes on input
the goal model and the Event-B representation of this model created in the
first phase. This second phase correspond to the operationalization process
that can be performed in KAOS and guaranty that operations preserve all
the properties of the goal model. As in the first phase, the initial Event-B
model will be defined for the root goal of the model and each refinement
in the goal model following one of the two patterns will correspond to a
refinement in the Event-B model.

1.1.1 First phase

Formally speaking, a KAOS goal is seen as a property that the system has
to establish:

Achieve|G]
A= OB

This property will be represented as an event in the Event-B model where
the premise of the implication is transcribed in the initialization event of the
machine and the consequence of the implication is transcribed in the then
part of the event EvtG associated to the goal. An execution of this event
means that the goal G has been satisfied. The guard of EvtG is set to true
to express the fact that at this level the goal can always be achieved.

Listing 1.1: KAOS expressed in Event-B: initial machine

MACHINE EventBGoalModel level 0

SEES ModelContext
VARIABLES
Manipulated data

INVARIANTS
inv: Data types definitions
EVENTS
Initialisation
begin N
end act :
Event FEvtG =
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h
W ergerd: TRUE
then c. B
act :
end
END

Milestone-driven refinement

When we have a milestone-driven refinement, it means that the parent goal
is satisfied when all the sub-goals have been satisfied. The EvtG event of the
parent machine is refined into a new event EvtG taking as pre-condition the
conjunction of the functional post-conditions of the children. The refinement
of goal G following the pattern described in figure will give a machine:

Listing 1.2: KAOS expressed in Event-B: milestone refinement machine

MACHINE EventBGoalModel level 1
REFINES EventBGoalModel level 0
SEES ModelContext

VARIABLES
Manipulated data
INVARIANTS
inv: Data types definitions
EVENTS
Initialisation
begin
act: ANAB
end
Event FEvtGl1 =
h
v:l ergerd : TRUE
t
enact : AB
en
Event EvtG2 =
h
W ergerd: TRUE
then c. B
act :
end

Event EvtG =
refines EviG

h
WO d: ABAB
then c. B
act :
end

END
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Or-refinement

When we have an or-refinement, it means that the parent goal is satisfied
when one or more of the sub-goals have been satisfied. The EvtG event of the
parent machine is refined into a new event EvtG’ taking as pre-condition a
formula expressing that one or more of the two sub-goals have been satisfied.
It does not seem to be a generic approach here and the knowledge and
competence of the analyst will play an important role. For instance in the
case described by Matoussi et al. in [|Gervais et al., 2009], the guard of a
refined EvtG’ event uses the union of two sets, one for each of the sub-goals
and compare it to the set of all the elements:

...ALocalisedElements =
(Localised ByGPSElements U Localised ByW IFI Elements)A . ..

1.1.2 Second phase

In the second phase, functional and non-functional goals are treated the same
way. The main idea here is to say that an operation can be executed while
the associated goal has not been satisfied (considering the non-functional
properties too), which is the same as while it’s post-condition has not been
verified. However, this is not sufficient to ensure that an "Achieve" goal has
been reached. A new event called "closing" is added with a guard equals
to the post-condition (without the non-functional properties) of the goal to
reach. So for the initial machine corresponding to the root goal G we will
have an event Evt0pG that can be executed while G has not been reached and
an event Closing that can be executed when G is satisfied. This Closing
event will finalize the system. As in the first phase, the machine will be
refined following the refinement pattern used in the goal model and each
level in the goal model will correspond to a machine in the Event-B model.

Note that in their example, Matoussi et al. in [Gervais et al., 2009] are
working with sets and express the negation of the initial goal post-condition
with universal quantifiers. The initial machine for goal G will be:

Listing 1.3: Operationalization Event-B: initial machine

MACHINE EventBOperationalSpecification level 0

SEES ModelContext
VARIABLES
Manipulated data

INVARIANTS
inv: Data types definitions

EVENTS
Initialisation
begin
act: A
end
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Event FEvtOpG =
where

grd: B
then . . .
4 act : Do something that makes things going further
en
Event Closing =
where ) . .
grd : B without non-functional properties
then .
act : Fxit := OK
end
END

As in the first phase, the initial model will be refined according to the
refinement patterns used in the goal model. The Closing event is taken as it
and the sub-goals will be translated to events like in the machine here over.

Milestone-driven refinement

When a parent goal G is refined into sub-goals Gy, ..., G, according to the
milestone-driven refinement pattern, it means that the goal G can be de-
composed into n steps and that G is satisfied if the final step G,, is reached.
The sub-machine will thus have Evt0pG1, . .. ,Evt0pGn declared events where
the pre-condition is the negation of the post-condition of the corresponding
EvtGi event in the Event-B model of phase one and the action is something
that makes things going further to the step G;y1. The realization of the last
sub-goal G,, implies the realization of the patent goal G, so the last event
EvtOpGn will refine the Evt0pG event of the parent machine. The refinement
of goal G following the pattern described in figure will give a machine:

Listing 1.4: Operationalization Event-B: initial machine

MACHINE EventBOperationalSpecification level 1
REFINES EventBOperationalSpecification level 0

SEES ModelContext
VARIABLES
Manipulated data

INVARIANTS
inv: Data types definitions
EVENTS
Initialisation
begin
act: A
end

Event FuiOpG1 =
h
v erg‘;ard : -AB
then . . .
act : Do something that makes things going further

end
Event EuvtOpG2 =

refines EvtOpG
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h
v ergerd ]
then . . .

4 act : Do something that makes things going further
en

Event Closing =
refines Closing

where i . .
b grd : B without non-functional properties
the
nact . Exit .= OK
end
END

Or-refinement

As for phase one, when we have an or-refinement, it means that the parent
goal is satisfied when one or more of the sub-goals have been satisfied. The
Evt0pG event of the parent machine is refined into a new event EvtOpG’ taking
as pre-condition the negation of the corresponding event in the Event-B
model of phase one, possibly simplified and where possible ambiguities have
been removed.

The two sub-goals are handled as in the general case by having a pre-
condition equals to the negation of the post condition of the corresponding
event in the model coming from phase one.

1.2 From Goal-Oriented Requirements to Event-B
Specification: B. Aziz et al.

1.2.1 Notion of triggered event
1.2.2 Operationalisation patterns

Table presents the operationalisation patterns for the three most used
goals types. A and B in the KAOS requirement’s formal definition repre-
sents first-order logical formulae defined over objects of the KAOS model.
Those objects are translated into variables in the Event-B model and thus
A’ represent the equivalent to A formula defined over those variables and B’
represent, the generalised substitution derived from predicate B, which will
be seen as the post-condition of the substitution.
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Table 1.1: Patterns for Operationalising Requirements into Event-B [Aziz
et al., 2009|

Requirements | Formal Event-B Operationalisation
Definition

Immediate A= oB EVENT ¢ WHEN A’ NEXT B’ END

Achieve

Bounded A= O04yB | EVENT e WHEN A’ WITHIN d NEXT B’

Achieve END

Unbounded A= OB EVENT e WHEN A’ EVENTUALLY B’

Achieve END

1.3 Deriving Event-based Security Policy from Declar-
ative Security Requirements: R. De Landtsheer



Chapter 2

Bridging KAOS and Event B:
proposed approach

2.1 Overview of the approach

Chapter [I| presents existing techniques to translate a goal requirement model
to an Event-B model. Some of them, like those proposed by Matoussi or Aziz
et al. can be directly used with KAOS. Others like the procedure described
by De Landtsheer can be used to derive Event-B model from first order
temporal logic formula.

The problem with all those methods is that they are limited to a subset of
KAOS elements. Matoussi’s approach [Matoussi et al., 2008, Matoussi et al.,
2009, Matoussi, 2009} Gervais et al., 2009| is limited to one goal type, the
unbounded Achieve goals which correspond to the formal definition pattern
A = OB and to two refinement patterns, the milestone refinement and the
or-refinement. The method proposed by Aziz et al. [Aziz et al., 2009] uses the
notion of trigger, which is not standard in Event-B, to translate the three
more used goal patterns, the immediate Achieve, the unbounded Achieve
and the bounded Achieve into triggered events. Although more patterns
can be discovered, the notion of trigger hide quite a complex mechanism
of event scheduling that can quickly introduce misinterpretation errors. De
Landtsheer’s procedure [Landtsheer, 2007a] was created to work with Polpa
policy language, a language to express acceptable sequences of events. As
underlined by De Landtsheer the notions of events, conditions and actions
present in Polpa are similar to those present in Event-B with a syntactic
translation. The limitation is that the procedure works exclusively with the
since A S B , the always been BA and the once ¢A past operators.

Another difficulty with all those methods is that they are monolithic in
the sense that they are executed once from the requirement to the Event-B
model and a change in the first need the replay of the method to regenerate
the second. It is also not possible to go on the other way, modify the Event-B
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model and have the modifications reflected in the KAOS model.

To answer these two problems, we propose here a semi-formal method to
build a bridge between the KAOS model and the Event-B model. Starting
from the requirements expressed in a KAOS model, we will build step by step
an Event-B model where each element will be justified by a requirement. This
justification will be implemented through traceability links between the two
models and a set of rules that have to be respected to keep the links between
the models consistent. The KAOS model may be incomplete and enriched
later, even if the elaboration of the Event-B model has started. Contrary
to the methods here over, the construction process may be iterative and the
analyst can travel between the two models as long as the traceability rules
are respected.

Figure 2.1] presents an overview of the process. Starting from the KAOS
object model, an initial machine and context are created to represents the
data and very general update events to represent the fact that those data
evolve in time. Those elements are then reused to dispatch the update events
between the different machines, where each machine correspond to an agent,
according to the control links defined in the agent model. The requirements
and expectations under the responsibility of the agents express the effective
update of the controlled data. The responsibility model is thus used for
the refinement of update events. As an element of the object model can be
controlled by one and only one agent, the update event corresponding to this
element will be refined in one and only one machine. In one agent’s machine,
the update of the elements that are not controlled by the agent will be
represented by the very general update events defined in the initial machine.
The elaboration of concrete machines for each agent can be parallelized and
may be recomposed after to get a general model.

The first step is presented in section The second step is described
in section [2.3] Section [2.4] presents the traceability links between the KAOS
model and the Event-B model with a list of criteria to keep the links between
the two models consistent. In section some examples describe what
happen if one model is modified.
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KAOQOS Object model to
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Figure 2.1: Proposed method overview
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2.2 KAOS Object model to Event-B Context and
Machine

In KAOS, every concept used in a definition in the goal model has to be
defined in the object model. It means that when the goal model is complete,
all predicates used in the formal definition of goals and in particular require-
ments have been defined in the object model [van Lamsweerde, 2009\|Landt-
sheer, 2007b|. It seems thus interesting to translate in a way or another
the object model to Event-B, so concepts manipulated in formulas have an
equivalent in the Event-B model.

As Event-B uses the set theory to define and manipulate data, the KAOS
object model could be quite easily transformed into an ERA model. Tools
like DB-Main [REVER, 901 can automatically transform such model into
a relational model compliant with relational databases. The relational na-
ture of the diagram allows getting an Event-B model from it with a simple
syntactic transformation. Moreover, as relational databases are the most
used database management systems, the relational diagram could be used
to generate SQL data definition code. This method implies more than one
transformation. Another negative point is that the generated data definition
in the Event-B Context and Machine may be more difficult to manipulate.

Snook et al. define in [Snook and Butler, 2006, yah Said et al., 2009]
a method to transform a UML Class diagram into a classical B machine.
This method may be adapted to transform the KAOS Object model which
corresponds to a simplified UML Class diagram to an Event-B Machine and
its associated Context.

From now we will take the following conventions: the name of the KAOS
model elements will be those defined in the KAOS meta-model [van Lam-
sweerde, 2009]; the first letter of those meta-concepts will be in capital.

2.2.1 Object types and Attributes

A set 0BJECT_SET of all possible objects belonging to a certain Object type
is defined in the Context for each Object type. The set O0BJECTS of all the
existing instances of a certain Object type is defined in the Machine that
will see the Context and belongs to the powerset of 0BJECT_SET.

The domains of the Attributes have to be defined in the Context. In
particular, non standard types or enumerated domains have to be specified in
comprehension or in extension. Attributes are represented in the Machine by
a partial or total function according to the Multiplicity of the Attribute, from
an element of the 0BJECT set to an element of the domain of the attribute.
The table gives the transformation rules for the different Multiplicities
of an attribute of Object type T.
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Table 2.1: Transformation rules for KAOS Attributes

KAOS at- | Corresponding function Event-B Invariant

tribute

a : type [1..1] | Total function to TYPE acT—TYPE

a : type [0..1] | Partial function to TYPE acT-+TYPE

a : type [1..n] | Total function to non-empty sub- | a € T — P1(TY PE)
set of TYPE

a : type [0..n] | Total function to subsets of TYPE | a € T — P(TY PE)

2.2.2 Associations and Specializations

Associations may be directed or not and will be represented in the Machine
by functions. Table gives the transformation rules for the different kinds
of directed associations. An undirected association corresponds to two op-
posite directed associations and can be manage as two directed associations
with an additional invariant saying that if on exists, then the other exists
too. For an association linking A to B with multiplicities [al..a2] and [bl..b2]

A —al..a2 bl..b2—B

The result in Event-B will be :

A set AtoB according to the rules in table 2.2]
A set BtoA according to the rules in table

An additional invariant:

Va,y-(x € ANy € B) & (AtoB(x) =y & BtoA(y) = x)

Entity1

Entity2

Entity3

Figure 2.2: N-Ary Association are seen as an Entity with N directed Asso-

ciations

As show in figure[2.2] an N-Ary Association will be seen as an Entity with
N directed Associations to the different Objects of the N-Ary Association.
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In case of Specialization, usually instances belong to one and only one
sub-Object type and sub-Objects instances are disjoints. As stated by Snook
and Butler [Snook and Butler, 2006|, when translating from KAOS to Event-
B, the instances of the sub-Objects will be declared as a subset of super-
Object’s current instances. Three Object types, one Parent and two sons
Sonl and Son2 specializing Parent will become in Event-B :

PARENT € P(PARENT _SET)
SON1 € P(PARENT)
SON2 € P(PARENT)

SON1N SON2 =g

The Specialization may be more precise like in ERA, e.g. if all the in-
stances must be one of a sub-Object type then the sub-Objects instances
sets cover the set of super-Object instances :

SON1U SON2 = PARENT



CHAPTER 2. BRIDGING KAOS AND EVENT B: PROPOSED APPROACH15

Table 2.2: Transformation rules for KAOS directed Associations

The two Object types are A and B and al..a2 — b1..62 in the table
represents the multiplicities for an association :

A —al..a2

———bl.b2—> B

According to our convention, the Objects sets in Event-B will be called

A and B.

The disjoint macro in the table is defined as:
(Val,a2-(al € dom(AtoB) A a2 € dom(AtoB) A al #

a2 = AtoB(al) N AtoB(a2) =

9))

KAOS as- | Corresponding function Event-B Invariant

sociation

multiplic-

ity

0..x — 0..1 | Partial function to B AtoBe A+ B

0..x — 1..1 | Total function to B AtoBe A— B

0.« — 0..x | Total function to subset of B AtoB € A — P(B)

0..x — 1..x | Total function to non-empty sub- | AtoB € A — P1(B)
set of B

0.1 — 0..1 | Partial injection to B AtoB € A~ B

0..1 - 1..1 | Total injection to B AtoBe A— B

0.1 = 0..x | Total function to subsets of B | AtoB € A — P(B) A
which don’t intersect disjoint

0..1 — 1..x | Total function to non-empty sub- | AtoB € A — P1(B) A
sets of B which don’t intersect disjoint

1.x — 0..1 | Partial surjection to B AtoBe A+ B

1l.x — 1..1 | Total surjection to B AtoBe A— B

l.x+ — 0..x | Total function to subsets of B | AtoB € A — P(B) A
which cover B union(ran(AtoB)) =

B

1.« — 1..x | Total function to non-empty sub- | AtoB € A — P1(B) A

sets of B which cover B union(ran(AtoB)) =
B

1..1 - 0..1 | Partial bijection to B (partial in- | AtoB € A »» B A
jection defined for all the ele- | Vb-(b € B = (Ja-(a €
ments of B) AN (a—b) € AtoB)))

1..1 — 1..1 | Total bijection to B AtoB € A—» B

1.1 = 0..x | Total function to subsets of B | AtoB € A — P(B) A
which cover B without intersect- | union(ran(AtoB)) =
ing B A disjoint

1.1 = 0..x | Total function to non-empty sub- | AtoB € A — P1(B) A

sets of B which cover B without
intersecting

union(ran(AtoB)) =
B A disjoint
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2.3 Decomposition of the initial model according to
Agents

Decomposition makes it possible to manage the complexity of models that
increases through the refinement process. It may be interesting to have an
early decomposition to break an initial machine into smaller pieces pertinent
with the KAOS agents. This choice is made because the KAOS meta-model
says that an association or an attribute can be controlled by one and only one
agent [van Lamsweerde, 2009, Landtsheer, 2007b} Letier, 2001]. The idea is
thus to have separate machines with the attributes monitored and controlled
by the agent. Let us recall that an attribute or association is controlled by an
agent if the agent performs one or more operation that modifies the attribute
value and that an attribute is monitored by an agent if the attribute is an
input of one or more operation performed by the agent.

Ball presents in [Ball, 2008] a description of the two techniques used to
split a machine into smaller pieces. The first one, called Event-Based De-
composition or B-style decomposition [Pascal and Silva, 2009] encapsulates
the variables in different machines together with the events or parts of events
that concern those variables. The events that have been split will need to be
synchronized in order to ensure the functionalities of the original machine.
The synchronization will take place by an exchange of inputs and outputs
between the synchronized machines events |Butler, 2009].

The second technique, called State-Based Decomposition or A-style de-
composition |[Pascal and Silva, 2009] splits the variables in different machines
with some shared variables. Events are added to components to simulate
how the shared variables are used in other components. Shared variables
and events must be kept synchronized between the different machines dur-
ing the refinement. Theoretically the system could be rebuilt into a single
machine at the end of the process, but in practice this will never be done
since the different machines will lead to different software components.

This State-Based Decomposition, proposed by Abrial in |[Abrial, 2009b),
Abrial, 2009a,Métayer et al., 2005] seems to fit more our problem. For a gen-
eral model, variables and events will be distributed to several sub-machines
with some of those variables presents in more than one sub-machine. It is
important to notice here that the sub-machines are not refining the general
machine, but are decomposing it. In the sub-machines, a distinction is made
between the internal variables used only in a particular sub-machine and the
shared variables used in more than one sub-machine. So, shared variables
can be modified by more than one event in more than one sub-machine. Fig-
ure [2.3] shows an example of decomposition, a sub-machine A has an event
evtA that will modify the value of a shared variable and another sub-machine
B has an event evtB using the variable’s value in its guard. To express the
fact that the variable is not a constant in B, an event evtExtA will be added
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to B corresponding to an abstraction of the event evtA in A. The added
event evtExtA will be called an external event, which is just present in B to
synchronize the update of the shared variable in the general machine.

GeneralMachine

Variables
vl, v2, v3, sharedV

Invariant

Events
el, e2, e3, evtA, evtB

7 R

Decomposing Decomposing

MachineA MachineB
Internal variables Internal variables
vl, v2 v3

- External variables
External variables
sharedV sharedV
. Invariant
Invariant
Internal events
Internal events e3, eviB
el, ez, evtA External event
extEvtA
L — — — —

=- Ab_straction of
Figure 2.3: Decomposition of a general machine into two sub-machines

It is clear now that shared variables coming from the abstract machine
will be replicated in each sub-machine. The problem is that each sub-
machine could normally refine its variables and the same replicated variable
could be refined in one way in one refinement and in another way in another
refinement. If this happens, the two sub-machines can’t communicate any
longer as they are not using the same convention on the shared variable.
Such a variable has a special status in the sub-machines where they stay
saying that this variable has to be always present in the state space of any
refinement of the machine. A shared variable can thus not be data-refined
or if it is, the variable has to be refined in the same way in each sub-model
using the variable, which can be quite heavy.
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2.3.1 State-Based Decomposition

We propose to use the State-Based Decomposition after an initial creation
of the Event-B model from the KAOS object model, as presented in section
[2.2] with one sub-machine per agent. The reason of this choice is simple, the
KAOS meta-model states that an attribute or association cannot be con-
trolled by more than one agent [van Lamsweerde, 2009} Letier, 2001,|Landt-
sheer, 2007b|. So it means that in Event-B, a shared variable will be updated
in one and only one sub-machine, while an external event will be placed with
each variable coming from the KAOS object model in all other sub-machines.

The question is: do we have to place each variable coming from the
KAOS object model in all sub-machines? On one side, if we place the vari-
ables coming from the controlled and monitored attributes and associations
of the KAOS object model only in the sub-machines representing the con-
cerned agent, the model in its all will be more readable. On the other
side, decomposition link is for now informal and not implemented in exist-
ing tools [RODIN, v 11] and have thus to be done manually. Moreover, the
re-composition of all sub-machines in one big machine proposed in [Métayer
et al., 2005], which could be used at some moment in the development pro-
cess as a verification of the consistency of the model, could not be done in
RODIN since a machine cannot refine more than one other machine. It could
thus be interesting to have a more "concrete" decomposition.

For recall, an external event representing the update of a certain shared
variables has to be an abstraction of the concrete event updating the variable
in another sub-machine. Since KAOS meta-model impose to have only one
agent controlling the update of an attribute or an association, the update
of a variable coming from the KAOS object model will not be performed
in more than one sub-machine. The idea is to add to the general machine
coming from the KAOS object model very general update operations for
each variable, and generate from this machine one refinement per agent.
The variables that are not controller by the agent will be marked as shared
variables and the events updating those variables will be marked as external
events in the sub-machines. Those events and variables cannot be refined one
the sub-machine or its refinements. All the events that update the controlled
variables of the agent will be refinements of the general update event defined
in the general machine. The re-composition of sub-machines will simply be
a new machine, declared as a refinement of the initial machine generated
from the KAOS object model where each non-external events and internal
variables coming from the different sub-machines will be copy-pasted. By
doing so, we guaranty that each external event is indeed an abstraction of the
update of a non-controlled shared variable, because of the refinement link.
The cost here is to have each shared variables and each abstract update event
of the non-controlled variables repeated in each machine and its refinement,
whether the corresponding agent is controlling or monitoring the variable
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or not. This may be overcome in the modelling tools by hiding in a sub-
machine the variables and corresponding external update events that are not

controlled or monitored by the corresponding agent.

Example

Here is a small example inspired by the mine pump model presented in [Aziz
et al., 2009|. In this model we have a mine that has to be kept safe from
flooding and explosion. For this we have a mine pump that start pumping
if the water level is too high and if there is no methane detected.

Maintain[SafeMine]
%

nnnnnn

Avoid[Flooding] .
oded] Explosion

Achieve[Mine  Evacuated
WHEN Gas Detected]

Achieve[Pump ~ Stopped WHEN
LowWater EXPT if Gas Detected]

Achieve[Alarm
Triggered
WHEN Gas]

Stopped WHEN

Evacuating
Mine WHEN
Alarm On

jieve[Pump  Started WHEN
HighWater ~ EXPT if Gas
Detected]

WaterLevel Under Control
WHEN Pump ON

Figure 2.4: Mine pump goal model

Figure[2.5|presents the goal model and the different agents responsible for
the requirements and expectations. Figure shows the agent model with
controlled and monitored objects: the PumpController controls the pump
attribute and monitors the methane and waterLevel attributes, the Alarm-
Controller controls the bell attribute and monitors the methane attribute,
the WaterLevelSensor controls the waterLevel Attribute, the MethaneSensor
controls the methane attribute and the Miner monitors the bell attribute.



CHAPTER 2. BRIDGING KAOS AND EVENT B: PROPOSED APPROACH20

e 2
I

3 pump : OnOff
WaterLevelSensor bell : Boolean

methane : Boolean

waterLevel : Level

AlarmCaontraller

FumpContraller

Figure 2.5: Mine pump agent model

By applying the procedure described in section[2.2] we get an initial Con-
text in listing 2.1 and an initial machine in listing [2.2] describing the objects
of the KAOS object model. The initial machine includes the attributes and
the update methods for all those attributes, note here that in the listing [2.2]
only the update method for the pump has been shown. The update methods
of the others attributes follows the same pattern. The complete machines of
this example can be found in annex [B]

Listing 2.1: Mine pump example: Initial context

CONTEXT MineContext
SETS
ONOFF, LEVEL, MINE_SET

CONSTANTS
ON, OFF, LOW, MEDIUM, HIGH, M

AXTOMS
axml : partition(ONOFF,{ON},{OFF})
axm? : partition(LEVEL,{LOW },{ MEDIUM },{ HIGH })
axm3 : partition(MINE _SET,{M})

END

Listing 2.2: Mine pump example: Initial machine

MACHINE MinePump

SEES MineContext
VARIABLES
MINE, pump, bell, methane, waterLevel

INVARIANTS
inv1: MINE € P(MINE _SET)



CHAPTER 2. BRIDGING KAOS AND EVENT B: PROPOSED APPROACH?21

inv2: pump € MINE — ONOFF
inv3: bell € MINE — BOOL
inv4 : methane € MINE — BOOL
inv5 : waterLevel € MINE — LEVEL
EVENTS
Initialisation
begin
d actl: MINE, pump, bell, methane, waterLevel := &, 3,3, D, D
en
Event wupdatePump =
any
gatus

h
WHOISd1 : m € MINE

grd2 : status € ONOFF
then
actl: pump(m) := status
end
END

Starting from this, machines will be created by refining the initial ma-
chine for each agent of the KAOS model. The listing shows the machine
defined for the PumpController. This machine and all the other machines of
this example can be found in annex [Bl The re-composed machine can also
be found in listing in annex [B] where the update methods have been
replaced by their refinements in the different sub-machines. Figures and
shows a summary of the created machines.

Listing 2.3: Mine pump example: PumpController machine

MACHINE PumpController
REFINES MinePump
SEES MineContext

VARIABLES
MINE, pump, bell, methane, waterLevel
EVENTS
Initialisati
R Ttended
begin
4 actl: MINE, pump, bell, methane, waterLevel := @, 3,3, F, D
en
Event high water detected =
Internal Event
refines updatePump
any
where
grd2: m € MINE
grdl : waterLevel(m) = HIGH
__grd3: methane(m) = FALSE
Wlthstatus : status = 0N
then
actl: pump(m) := ON
end

Event low water detected =
Internal Event
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refines updatePump
any
where
grdl : m € MINE
grd2 : waterLevel(m) = LOW

Wlthstatus : status = OFF
then

actl: pump(m):= OFF
end

Event wupdateBell =
External Event
extends updateBell
any
Status

h
WREIRd1 : m € MINE

grd2 : status € BOOL
then
actl: bell(m) := status
end
Event wupdateMethane =
External Event
extends updateMethane
any
Status

h
WREIEd1 : m € MINE

grd2: status € BOOL
then
actl: methane(m) := status
end
Event update WaterLevel =
External Event
extends update WaterLevel
any
evel

h
WREIE-d1 : m € MINE

grd2 : level € LEVEL
then
actl: waterLevel(m) := level

end
END
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Figure 2.6: Decomposition of the initial machine
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MinePump
MineContext
VARIABLES
MINE.pump.bell, | SEES = SETS
methane, waterLevel OMOFF, LEVEL, MINE_SET
CONSTANTS
EVENTS ON,OFF, LOW,MEDIUM,HIGH
updatePump,updateBell,
updateWaterLevel,updateMethane

REFINES

MinePumpReunification

VARIABLES
MINE,pump,bell,
methane, waterLevel

EVENTS

high_water detected,
low water detected,

high_to_medium,medium_to_low,
low_to_medium, medium_to_high,

methane_detected,

methane_leak

Figure 2.7: Recomposition of the initial machine
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2.4 Traceability between KAOS and Event-B

The idea here is to have rules to justify every element in the Event-B model
by an element coming from the requirement. The goal is to avoid over-
specification and guaranty that if requirements are discovered or corrected
during the elaboration of the Event-B model, the requirements documents
will be adapted too.

2.4.1 Definitions

Before going further, let us introduce some definitions used to express rules
hereafter :

e An abstract object in KAOS is an entity, an agent or an event. Both
agents and events may, like in UML, have a "data part" with attributes.

e An attribute domain in KAOS is a domain of values defining the type
of an attributes. This domain may be built-in or user defined.

e An N-Ary association in KAOS is an association with a multiplicity
strictly greater than two.

e An undirected association is a bidirectional association.

e An IsA link in KAQOS is a specialization link taking place between two
abstract objects.

e A domain property in KAOS is a property guaranteed by the environ-
ment. This property is assumed to be always true.

We also define here what are the initial context and machine :

Definition 2.4.1. The initial context is the context derived from the KAOS
object model.

Definition 2.4.2. The initial machine s the machine derived from the
KAOS object model with all its variables, invariants and events justified by
elements of the KAOS object model.

Now we are clear with the vocabulary, let us define criteria for the Event-
B model derived from the KAOS model. The links that we are talking about
are Derivation links as defined by van Lamsweerde in his hierarchy [van
Lamsweerde, 2009|. A dependency links between two model A and B express
the fact that changing A may require changing B. This kind of link is vertical
in the sense that they take place for a single version, opposed to horizontal
links, such as a variant or revision link that take place between different
versions.
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2.4.2 Initial model

First, we will define criteria for the initial machine and context. Those two
elements are build by the transformations described in section[2.2] Those cri-

teria are expressed must be respected to keep the Event-B model consistent
with the KAOS model.

Initial context

Here are the criteria for the sets, axioms and constants that can be found in
the initial context.

Criterion 2.4.1. Fach carrier set in the initial context must be linked to
one abstract object, or one attribute domain or one N-Ary association.

Criterion 2.4.2. FEach constant in the initial context must be linked to an
attribute domain.

Criterion 2.4.3. Each aziom in the initial context must be linked to an
attribute domain.

Initial machine

Here are the criteria defined for the invariants, variables and events defined
for the update of those variables.

Criterion 2.4.4. Fach variable in the initial machine must be linked to one
abstract object or one attribute or one directed association or one undirected
association or one N-Ary association.

Criterion 2.4.5. Fach tnvariant in the initial machine must be linked to
one abstract object or one directed association or one undirected association
or an 1sA link or an N-Ary association or a domain property.

We will call an update event an event corresponding to the update of
one KAOS element which can be an abstract object, an attribute, an N-Ary
association, a directed association or an undirected association.

Criterion 2.4.6. Each event in the initial machine must be an update event
and s thus linked to one abstract object or one attribute or one directed
association or one undirected association or one N-Ary association.

Note that one element in KAOS may be translated in more than one
variable in Event-B, e.g. the undirected association that is transformed into
two sets and an additional invariant.

Criterion 2.4.7. FEach variable in the initial machine must appear in one
and only one update event.

Criterion 2.4.8. Fach KAOS element which can be an abstract object, an
attribute, an N-Ary association, a directed association or an undirected as-
soctation that is controlled by an agent must appear in the initial machine.
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2.4.3 Other machines in the Event-B model

Starting from the initial machine and context, other machines will be defined
for agents according to our proposed approach. Those machines will then be
refines independently to describe the behavior of each agent of the system
under study. Here are criteria for those machines.

Machines

A machine is said as directly linked to an agent of the KAOS model if it is
refining the initial machine and if a link is defined between the machine and
one agent of the system. A machine directly linked to an agent is a part of
the decomposition of the initial machine.

A machine is said as indirectly linked to an agent, if it is refining a machine
directly linked to an agent or a machine indirectly linked to an agent.

A machine will be said as linked to an agent if it is directly linked to an
agent or indirectly linked to an agent.

Criterion 2.4.9. Fach machine in the Event-B model that is not the initial
machine must be linked to one agent or must be a re-composition, as defined
mn section of several machines.

Events

An event is said as linked to a requirement or an expectation if it is directly
linked to a requirement or an expectation or if it is refining an event linked
to a requirement or an expectation.

Criterion 2.4.10. Each event in the machines that are not the initial ma-
chine must be linked to a requirement or expectation under the responsibility
of the agent linked to the machine.

Note that a recomposed machine is implicitly linked to all the agents
corresponding to the machines that are participating in the re-composition.

We will say that an event refines another event if it refines it directly or
if it refines a third event that refines the other event.

Criterion 2.4.11. If an event in a machine that is not the initial machine
updates the value of variables corresponding to a KAOS element, which can be
an abstract object, an attribute, an N-Ary association, o directed association
or an undirected association then the event must refine the update event
corresponding to this KAOS element.

Criterion 2.4.12. If an event in a machine that is not the initial machine
refines an update event, the agent linked to the machine must control the
KAOS element, which can be an abstract object, an attribute, an N-Ary as-
sociation, a directed association or an undirected association in the KAOS
model.
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Criterion 2.4.13. FEach update event in the initial machine may be refined
by events in machines corresponding to at most one and only one agent.

2.5 What happens if ...

2.5.1 ...an element is added in the KAOS object model

Adding an element to the KAOS object model will result in a modification
of the initials machine and context. This element is added according to the
rules described in section 2.2] to the initial machine and context and will be
propagate to all machines and context refining them.

2.5.2 ...an element is removed from the KAOS object model

When an element is removed from the KAOS object model, the invariants,
variables, update event, sets and axioms issued from its translation, accord-
ing to the rules described in section in Event-B are removed from the
initial machine and context and all the machines and contexts that are re-
fining them. Note that before deleting a piece of element, all the control and
monitor links will be removed too. For recall a KAOS meta-constraint im-
pose that all the elements used to define goals, requirements and expectations
must be defined in the object model. An element will thus not be removed
while at least requirements and expectations are using it and thus events
linked to requirements and expectations will stay correct, even elements are
deleted from the Event-B model.

2.5.3 ...an agent is added in the KAOS model

Adding an agent to the KAOS model means that a new active entity has
been identified. The Event-B model will thus be enriched by a new machine,
decomposing the initial machine. For recall, the decomposition link is for
now informal in RODIN [RODIN, v 11] and we propose to use a refining link
between the new machine and the initial machine (see section [2.3)).

2.5.4 ...an agent is removed from the KAOS model

Removing an agent from the KAOS model means that an active part of the
system is removed. All the responsibility links between the agent and the
requirements/expectations will probably be moved to other agents before re-
moving it. As an agent may be responsible for a requirement/expectation if
and only if he can control all the data that are modified by the requirement /-
expectation and monitor all the data read by the requirement/expectation,
all the monitor and control links will also probably be moved before the
deletion of an agent.
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If an agent is removed from the KAOS model, the corresponding machine
and all its sub-machines will be removed from the Event-B model. If one of
those machines has been used in a re-composition, all the events coming from
the machine will be removed of the decomposition. Pay attention that if the
agent was still controlling a piece of data when it is removed and that one
of the deleted event in the re-composition was refining the update event of
this piece of data, the general update event coming from the initial machine
has to be added in the re-composed machine.

2.5.5 ...a control link is added in the KAOS model

If a control link is added in the KAOS model, the update event of the con-
trolled piece of data will become an internal event that may be refined in
the machine corresponding to the agent. Of course, we suppose here that
the KAOS meta-constraint saying that a piece of data can be controlled by
one and only one agent is respected.

2.5.6 ...a control link is removed from the KAOS model

In the Event-B model, when an agent is controlling a piece of data, it means
that the update event of this piece of data is an internal event in the machine
linked to the Agent. Removing a control link will thus means that the agent
can no longer modify a certain piece of data. All the events in the machine
linked to the agent and its refinements that are refining the update event of
the piece of data have to be removed. They will be replaced by the update
event coming from the initial machine and will be marked as external.

Deleting a control link may only occur in KAOS when the agent is no
longer responsible for requirements/expectations that update the previously
controlled element. A more frequent situation will be to move requirements/-
expectations responsibilities to another agent and in the same time, move
control and monitor links needed to be responsible for those requirements/-
expectations to this other agent too.

2.5.7 ...a monitor link is added in the KAOS model

When a monitor link is added to the KAOS model, it means that an agent
will be notified when a certain piece of data is updated. In Event-B, it means
that the update event linked to this piece of data is executed in the machine
linked to the agent and all its refinements as an external event.

As we are using refinement links in place of decomposition links, all the
events of the initial machine have to be refined by one or more event in the
agent’s machine. [Métayer et al., 2005] When the agent is monitoring a piece
of data linked to the update event, this update event in the agent’s machine
will correspond to a copy paste of the abstract event. Note that it is the
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default RODIN |[RODIN, v 11| behavior when a refinement of a machine is
created.

2.5.8 ...a monitor link is removed from the KAOS model

The update event, variables and invariants linked to the previously monitored
piece of data may be hidden to the analyst in a tool, but in the effective
Event-B model nothing happens because of the refining link between the
agent’s machine and the initial machine. As explained in section [2.3] this
is the small cost to pay for using refinement links in place of decomposition
links.

2.5.9 ...aresponsibility links is moved from an agent to an-
other

A responsibility link in KAOS is translated into an event or an invariant
in the agent’s machine of the Event-B model. If it is an event, it refines
all the update events corresponding to the data that are modified by the
requirement /expectation. The agent has thus the ability to control those
data in the KAOS model. Moving a responsibility from an agent to another
will thus mean that the implied control links will be moved in the same time.

MACHINE Agent A O MACHINE Agent B O
EVENTS EVENTS
Reqg_1 Reg_1
- Req_2

Refines J:‘\Efines

MACHINE Agent A_1 MACHINE Agent B_1

EVENTS
Req 1 p 1refinesReq 1
Req 1 p 2refines Req 1

EVENTS
Req 1 p 1refines Req 1
Req_1_p_2 refines Req_1
Req_2

Figure 2.8: Moving responsibility link in Event-B

At the agents’ machines level it means that the events linked to the
requirement /expectation is moved from a machine to another. The update
events of the data concerned by the moved control links will be replaced
by the update event coming from the initial machine and will be marked as
external. If the event linked to the requirement/expectation has already been
refined in sub-machines, the refinements may be moved from the previous
agent’s "refinement tree" to the new one by completing the actual machines
and creating new ones if the new tree is shorter than the previous one. Figure
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shows an example of a refined requirement moved from the agent A to the
agent B, where the agent B’s machine has not yet been refined. A refinement
is created, in blue dotted on the figure, to have the same refinement level as

agent A’s machine.



Appendix A

Linear Temporal Logic
notations

This section presents the temporal operators used in KAOS [van Lamsweerde,
2009].

A history H is a function : H : N — State(X) where X is the set
of system variables and State(X) is the set of all possible states for the
corresponding variable in X.

If temporal assertion P satisfied by a history H at time position i, we
say that :

(H,i) = P

If 4 is the initial position 0, then the assertion P is said to be satisfied by
the entire history H :

(H,0) = P

A.1 Time operators

The tables and summarize the time operators used with KAOS and
they associated semantics.

32
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Table A.1: Future time operators

Notation | Informal Explanation | Semantic
OP Sooner or later P (H,i) = OP iff 35,5 > i
(H,j)EP
arP Always P (H,z) = OpP iff V5,5 > i
(H,j) E P
P U Q | Always P until Q (Hyi) =P U Qiff (35,5 >
(H,j) E Q) AN(Vki <k <j:
(H,k) = P)
P W @ | Always P unless @ (H,i) =P W Qiff (H,i) =P
U Q)V((H,i)EDOP)
oP Next P (H,i) EoPiff (H,i+ 1) P
P=@Q | P entails Q Equivalent to O(P — Q)
P& Q P is congruent to @ Equivalent to (P «+ Q)
Table A.2: Past time operators
Notation | Informal Explanation Semantic
P Some time in the past P (H,i) = P iff 35,5 <i
(H,j)EP
mPr P has always been (H,i) =RPiff vy, j
(H,j) EP
P S Q | Always P in the past since Q (Hyi) P S Q iff
(F,J <i:(HJ)EQ)A
(Vk,j <k <i:(Hk) [E
P)
P B @ | Always P in the past back to Q | (H,i) = P B Qiff ((H,1)
EPsQ)V((H,i) - WP)
oP Previous P (H,i) | oP iff (H,i —
1) P with i > 0
Qp To P Equivalent to (e—P) A P




Appendix B

Decomposition according to
Agents: Mine pump example

This annex present the complete machines of the mine pump example de-
scribed in section 2.3l

Listing B.1: Mine pump example: Initial context

CONTEXT MineContext
SETS

ONOFF

LEVEL

MINE SET

CONSTANTS
ON
OFF
LOW
MEDIUM
HIGH

M
AXTOMS
axml : partition(ONOFF,{ON},{OFF})

axm2 : partition(LEVEL,{LOW },{ MEDIUM },{HIGH})
axm3 : partition(MINE _SET,{M})
END

Listing B.2: Mine pump example: Initial machine

MACHINE MinePump

SEES MineContext
VARIABLES
MINE
pump
bell
methane
waterLevel

INVARIANTS

34
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invl: MINE € P(MINE SET)
inv2: pump € MINE — ONOFF
inv3: bell € MINE — BOOL

inv4 : methane € MINE — BOOL
inv5 : waterLevel € MINE — LEVEL
inv6 : dom(pump) = MINE

inv7 : dom(bell) = MINE
inv8 : dom(methane) = MINE
inv9 : dom(waterLevel) = MINE

EVENTS
Initialisation
begin
actl: MINE = g
act2: ]gump =0
act3: bell (=&
act4d : methane .= @
acth : waterLevel := &
end
Event updatePump =
any
g%atus

h
WHELS 41 m e MINE

grd2 : status € ONOFF
then
actl: pump(m) := status
end
Event wupdateBell =
any
g%a,tus

h
WHELS 41 . m € MINE

grd2 : status € BOOL
then
actl: bell(m) := status

end
Event updateMethane =
any
h ?%atus
where
grdl: m € MINE
grd2 : status € BOOL
then
actl: methane(m) := status
end
Event update WaterLevel =
any
l
whergve

grdl: m € MINE
grd2: level € LEVEL
then
actl : waterLevel(m) = level

end
Event addMine =
h
WHeL 41 . MINE = @
then

actl: MINE :={M}
act2: pump(M) := OFF
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act3: bell(M):= FALSE
act4d : methane(M) := FALSE
act5 : waterLevel(M) := LOW

end

END

Listing B.3: Mine pump example: PumpController machine

MACHINE PumpController
REFINES MinePump

SEES MineContext
VARIABLES

MINE

pump

bell

methane

waterLevel
EVENTS

Initialisati
nH e:{ctenlﬁag

begin
actl: MINE =g
act2: Eum =g
act3: bell ;=g
act4d : methane :=J
actb : waterLevel := &
end
Event high water detected =
Internal Event
refines updatePump
any
where
grd2: m € MINE
grdl : waterLevel(m) = HIGH
__grd3: methane(m) = FALSE

with
status : status = ON
then
actl: pump(m):= ON
end
Event low water detected =
Internal Event
refines updatePump
any
where
grdl : m € MINE
grd2 : waterLevel(m) = LOW
with
status: status = OFF
then
actl: pump(m) := OFF

en
Event updateBell =
External Event
extends updateBell
any
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then
actl: bell(m) := status
end
Event updateMethane =
External Event
extends updateMethane
any

grdl : m € MINE
grd2 : status € BOOL

end
Event update WaterLevel =
External Event
extends update WaterLevel
any
evel

here
WHELR 41 © m € MINE

grd2 : level € LEVEL

then
actl: waterLevel(m) := level

end
END

Listing B.4: Mine pump example: WaterLevelSensor machine

MACHINE WaterLevelSensor
REFINES MinePump

SEES MineContext
VARIABLES
MINE
pump
bell
methane
waterLevel
EVENTS
Initialisati
extencﬂg
begin
actl: MINE :=J
act2: Eum =
act3: bell .= 9
act4d : methane := J
acth: waterLevel :=J
end
Event high_to medium =
Internal Event
refines update WaterLevel
any
where
grdl : m € MINE
__grd2: waterLevel(m) = HIGH
Xllthlevel . level = MEDIUM
en
actl : waterLevel(m) := MEDIUM

end
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Event medium_to low =
Internal Event
refines update WaterLevel

any
where o1 e MINE
. grd2: waterLevel(m) = MEDIUM
with) 1. level = Low
then
actl : waterLevel(m) := LOW
end

Event low to medium =
Internal Event
refines update WaterLevel

any

h
WHeISd1 . m € MINE

_grd2: waterLevel(m) = LOW
Xllthlevel . level — MEDIUM

en

actl : waterLevel(m) := MEDIUM

end

Event medium_to high =
Internal Event
refines update WaterLevel

any
where . m e MINE
. grd2: waterLevel(m) = MEDIUM
With) 1 level — HIcH
then
actl : waterLevel(m) := HIGH
end

Event updatePump =
External Event
extends updatePump
any
gtatus

h
WREISd1 : m € MINE

grd2 : status € ONOFF

then
actl: pump(m) := status

Event wupdateBell =
External Event

extends updateBell
any

grdl : m € MINE
grd2 : status € BOOL
then
actl: bell(m) := status
end
Event wupdateMethane =
External Event
extends updateMethane
any
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grdl : m € MINE
grd2 : status € BOOL

actl: methane(m) := status

Listing B.5: Mine pump example: AlarmController machine

MACHINE AlarmController
REFINES MinePump

SEES MineContext
VARIABLES
MINE
pump
bell
methane
waterLevel
EVENTS
Initialisati
e:vtencﬂg
begin
actl: MINE =9
act2: Eum =
act3: bell .= O
act4d : methane ;= J
acth: waterLevel .= g
end
Event methane detected =
Internal Event
refines updateBell

any
h
WHeLS 41 - m e MINE
grd2 : methane(m) = TRUE
grd3: bell(m) = FALSE
with
status : status = TRUE
then
actl: bell(m) := TRUE
end

Event wupdatePump =
External Event
extends updatePump
any
Status

h
WIS 41 : m € MINE

grd2 : status € ONOFF
then
actl: pump(m) := status
en
Event updateMethane =
External Event
extends updateMethane
any

h
WREISd1 : m € MINE
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grd2 : status € BOOL

then
actl: methane(m) := status

end
Event update WaterLevel =
External Event
extends update WaterLevel
any

grdl : m € MINE
grd2 : level € LEVEL
then
actl: waterLevel(m) := level
end
END

Listing B.6: Mine pump example: MethaneSensor machine

MACHINE MethaneSensor
REFINES MinePump

SEES MineContext
VARIABLES
MINE
pump
bell
methane
waterLevel
EVENTS
Initialisati
extencﬂg
begin
actl: MINE =9
act2: Eum =y
act3: bell .= 9
act4d : methane ;= J
acth: waterLevel :=J
end
Event methane leak =
Internal Event
refines updateMethane

any
h
WHeLR 41 m € MINE
with
thenstatus : status = TRUE
actl: methane(m) := TRUE
end

Event updatePump =
External Event

extends updatePump
any

'$rdl : m € MINE
grd2 : status € ONOFF

actl: pump(m) := status
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Event wupdateBell =
External Event

extends updateBell
any

grdl : m € MINE
grd2: status € BOOL

n
actl: bell(m) := status
Event update WaterLevel =
External Event

extends update WaterLevel
any

grdl P m € MINE

actl: waterLevel(m) := level

Listing B.7: Mine pump example: re-composed machine

MACHINE MinePumpReunification
REFINES MinePump

SEES MineContext
VARIABLES
MINE
pump
bell
methane
waterLevel
INVARIANTS
invl: MINE € P(MINE SET)
inv2: pump € MINE — ONOFF
inv3: bell € MINE — BOOL
inv4 : methane € MINE — BOOL
invb : waterLevel € MINE — LEVEL
EVENTS
Initialisation
begin
actl : MINE = @
act2: pump =
act3: zell = @
actsd : methane = @

act5 : waterLevel := &
end

Event methane detected =
Internal Event
refines updateBell
any
where
grdl: m € MINE
grd2 : methane(m) = TRUE
grd3: bell(m) = FALSE



APPENDIX B. DECOMPOSITION ACCORDING TO AGENTS: MINE PUMP EXAMPLFEA2

rﬁigsta‘cus : status = TRUE
actl: bell(m) := TRUE
end
Event methane leak =
Internal Event
refines updateMethane

any
h
WHeLS 41 : m € MINE
with
thenstatus : status = TRUE
actl: methane(m):= TRUE
end
Event high water detected =
Internal Event
refines updatePump
any
where
grd2: m € MINE
grdl : waterLevel(m) = HIGH
grd3 : methane(m) = FALSE
with
status : status = ON
then
actl: pump(m) := ON
end

Event low water detected =
Internal Event
refines updatePump

any
where .. m e MINE
grd2 : waterLevel(m) = LOW
with
status : status = OFF
then
actl: pump(m):= OFF
end
Event high to_ medium =
Internal Event
refines update WaterLevel
any
where
grdl: m € MINE
_grd2: waterLevel(m) = HIGH
::ZElevel . level = MEDIUM
actl: waterLevel(m) := MEDIUM
end

Event medium_to low =
Internal Event
refines update WaterLevel
any
where
grdl: m € MINE
_grd2: waterLevel(m) = MEDIUM
With, 1. level = Low
then
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actl : waterLevel(m) := LOW
end
Event low to medium =
Internal Event
refines update WaterLevel

any

h
WHeLR 41 . m € MINE

_grd2: waterLevel(m) = LOW
Xl‘thlevel . level = MEDIUM

en

actl: waterLevel(m) := MEDIUM

end

Event medium_to_high =
Internal Event
refines update WaterLevel

any

h
WHeISd1 . m € MINE

_grd2: waterLevel(m) = MEDIUM
:‘Ethlevel . level — HIGH

en

actl: waterLevel(m) := HIGH

end

Event addMine =
extends addMine

h
WRCrd1 : MINE = @

then
actl: MINE := {M}

act2: pump(M) := OFF

act3: bell(M) := FALSE
act4 : methane(M) := FALSE
acth: waterLevel(M) := LOW

end
END




Appendix C

Event-B metamodel :
simpleeventb.ecore

This annex presents the complete metamodel used to represent an Event-B
machine and its traceability links with a KAOS model. The first section
describe the Event-B elements hierarchy and the traceability links hierarchy
belonging to a project. The second section presents the Event-B machine
and context anatomy and the third section describe the traceability links
associated with those elements.

C.1 Metamodel elements hierarchy

44
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C.2 Event-B machine and context
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Figure C.3: Event-B context anatomy



48

APPENDIX C. EVENT-B METAMODEL : SIMPLEEVENTB . ECORE

uopY H

piEnS g ssalM | Js13WElEd H

" . 0 L
SUooe .0 Aj@/ \E\. 0 < zaweled

ENET-CINEY,
WBAIPBURI b3 0083 ¢ |EUIRUES! o urpasodwonal
T0
SIETEENEE OS] -0
0 |Aapauyad .0 uuonisodwodzy
. waazbuyal [, SJUEA
+0
awsullsiusA B  sauysd
0 saulyzepBYisodwooad
pEERE Y] SyiBREA +0 auILpEpPesodwooal
. SUILYSE 0 0
10 uppasoduwoap
0 n aupepasodwooap «'0 _
e AEEE T S uIpEN Buisodwooap frmissodwonsg ]
JUELIEALT F T BUILDEL
: : sauyReBuIso
sa|gELEA
191 0
+0 BUILDEY BRI
3|qeLen §

maod

WAUOTIUBES

0

f..D

pamaIAs|

20 malpaueD §

saUad

] MEENIENENIEE =]

tomy

me ana

Event-B machi

Figure C .4



APPENDIX C. EVENT-B METAMODEL : SIMPLEEVENTB . ECORE 49

C.3 Traceability links
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Figure C.8: Traceability between KAOS attributes and Event-B
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Figure C.9: Traceability between KAOS requirements, expectations and do-
main properties and Event-B
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Figure C.10: Traceability between KAOS agents and Event-B



Appendix D

ATL transformation :
KAOS2EventB.atl

This annex presents the ATL transformation used to process the initial trans-
formation of the KAOS object model to the initial Event-B machine and
context. It also create a machine per agent refining and decomposing the
initial machine. See chapter [2| to have more details about the method.

The input model is a KAOS model serialized in a XMI E]ﬁle with Objec-
tiver [Respect-IT, 300]. Tools to connect to Objectiver and get a XMI version
of the model are part of the FAUST project (http://faust.cetic.be/) and
can be found at http://sourceforge.net/projects/faust/.

The output format of this transformation is a simplified Event-B model,
also serialized in a XMTI file, that has to be completed by the analyst and the
traceability links with the KAOS model where it came from. The metamodel
of the output model is described in annex [C]

XML Metadata Interchange (specification available at http://www.omg.org/
technology/documents/formal/xmi.htm)

29
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